**Array Big Introduction**

An Array is a special variable, can hold more than one value .

let webLanguages = ["HTML", "CSS", "JS"];

**why use Arrays ?**

If you have a list of items (a list of all programming languages, for example), storing the cars in single variable is very hard , knowing that there are more than 700 progamming languages .

The solution is an arrray !!

An array can hold many values under a single name , and you can access the values by referring to an index number .

const webLanguages = [

  "HTML",

  "CSS",

  "JS",

  ["jquery", "vue.js", "angular.js", "React.js"],

];

console.log(webLanguages[2]);

and in each index there are indexes , so i can i access to a special character :

console.log(webLanguages[0][2]); 🡺 M

the same thing in arrays :

console.log(webLanguages[3][2][5]); // angular.js[5]   ==>  a

and sure i can edit my array, a changing values :

webLanguages[3] = "Js Frame\_works";

Array Methods

1- length

The length property sets or returns the number of elements is an array .

console.log(webLanguages.length); // 4

and sure using this method we can set the number of elements

webLanguages.length = 5;

but now we have an emty index : webLanguages = emty

so you can increase the number of indexes as you want , and also you can decrease the number of indexes and this will delete some indexes

how to add a index to an array without thouching the others (dynamic:

webLanguages[webLanguages.length] = "new";

how to change the value of the last index  (dynamic) :

webLanguages[webLanguages.length - 1] = "last\_index";

* Unshift :

***The Unshift() method :*** Inserts new elements at the start of an array, and returns the new length of the array.

let cars = ["golf", "Alfa\_Romeo", "BMW"];

cars.unshift("Scoda");

and this method return the new length of the array :

console.log(cars.unshift("Audi")); // 4

Hey you can also insert many elements :

cars.unshift(

  "golf",

  "scoda",

  "dacia",

  " renault",

  "audi",

  "Oppel",

  "Fiat",

  "Porshe"

);

* Push :

***The Push() method :*** Appends new elements to the end of an array, and returns the new length of the array.

And also you can insert many elements .

let cars = ["golf", "Alfa\_Romeo", "BMW"];

cars.push("Buggati", "Ford");

as we said it return the new length of the array :

console.log(cars.push("Rolls-Royce")); // 6

and know we will learn "Removing"

* shift : Removes the first element from an array and returns it.

let cars = ["golf", "Alfa\_Romeo", "BMW"];

cars.shift();

console.log(cars); // ["Alfa\_Romeo", "BMW"];

return the shifted value :

let cars = ["golf", "Alfa\_Romeo", "BMW"];

console.log(cars.shift()); // golf

so you can store it in a variable .

* pop : Removes the last element from an array and returns it.

let cars = ["golf", "Alfa\_Romeo", "BMW"];

cars.pop();

and return it :

first = cars.pop();

console.log(`The Last Element Was ${first}`); // The Last Element Was BMW

sorting Array

1- indexof

The indexOf() method returns the first index (position) of a specified value.

The indexOf() method returns -1 if the value is not found.

The indexOf() method starts at a specified index and searches from left to right.

By default the search starts at the first element and ends at the last.

Negative start values counts from the last element (but still searches from left to right).

let friends = ["Omar", "Saed", "Amin", "Karim", "Omar"];

console.log(friends.indexOf("Omar")); // 0

you can specify the starting point :

console.log(friends.indexOf("Omar", 1)); // 4

and sure negative value for start from the end , but searching is noramally from left to right .

console.log(friends.indexOf("Omar", -3)); // 4

2- lastIndexOf()

Similar to indexof() method , but lastIndexOf() serches the array from the end to the begnning, and also it return -1 if the value is not found .

console.log(friends.lastIndexOf("Omar")); // 4

negative values for specifying the start points :

let friends = ["Omar", "Saed", "Amin", "Karim", "Omar"];

console.log(friends.lastIndexOf("Omar", -1)); // 4

console.log(friends.lastIndexOf("Omar", -2)); // 0

2- include()

**The includes() method returns true if an array contains a specified value.**

**The includes() method returns false if the value is not found.**

**The includes() method is case sensitive.**

Syntax

*array*.includes(*element*,*start*)

let studentPresent = ["Omar", "Saed", "Amin", "Karim", "Omar"];

if (studentPresent.includes("Amin") == true) {

  console.log("Present");

} else {

  console.log("Absent");

}

We can do the same thing with indexof and lastindexof

let studentPresent = ["Omar", "Saed", "Ahamd", "Karim", "Omar"];

if (studentPresent.indexOf("Amin") == -1) {

  console.log("Absent");

} else {

  console.log("Present");

}

3- Sort() :

Sorts the elments of an array alphabetical .

const numbers = ["bilal", "omar", "ahmad", "mariam", "maman", "mas"];

console.log(numbers.sort());

Result : ['ahmad', 'bilal', 'maman', 'mariam', 'mas', 'omar'].

If two words begin by the same letter, Here it compare the second one .

Simply the’re sorted based on ascii table , so numbers always first then uppercase letters then lowercase letters .

![](data:image/png;base64,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)

const numbers = ["bilal", "omar", "ahmad", "mariam", "maman", "mas","Jake",40,100,50,9];

console.log(numbers.sort());

result : [100, 40, 50, 9, 'Jake', 'ahmad', 'bilal', 'maman', 'mariam', 'mas', 'omar']

4- Reverse() :

The reverse() method reverses the order of the elements in an array.

**Note :** it keep the original order , and just reverse it , the last become the first and vice versa . keep going frinds nofap from grandmother day

const numbers = [

  "bilal",

  "omar",

  "ahmad",

  "mariam",

  "maman",

  "mas",

  "Jake",

  40,

  100,

  50,

  9,

];

console.log(numbers.reverse());

**result :**

**[9, 50, 100, 40, 'Jake', 'mas', 'maman', 'mariam', 'ahmad', 'omar', 'bilal'] .**

And you can get it sorted but reversed :

console.log(numbers.sort().reverse());

result :

**['omar', 'mas', 'mariam', 'maman', 'bilal', 'ahmad', 'Jake', 9, 50, 40, 100]**

5- Slice() : The slice() method returns selected elements in an array, as a new array.

This method take two elment start point included and the end point not included .

**Note : The slice() method does not change the original array.**

Negative value for start counting from the end, but it still working from left two right .

let myFriends = ["Ahmad", "said", "bilal", "omar", "jalil", "monsef"];

console.log(myFriends.slice(2, 4));

console.log(myFriends);

**result :**

['bilal', 'omar'] .

['Ahmad', 'said', 'bilal', 'omar', 'jalil', 'monsef'].

As you see this method doesn’t touch the origin array, but it return new array , and keep the real one as it is .

So you can save the new array in a variable , and as we said negative for counting from the end :

let schoolFriends = myFriends.slice(-4, -2);

you can work with positive and negative at the same time .

console.log(myFriends.slice(1, -1));

6- Splice() :

The splice() method add and/or removes array elements

Syntax

*array*.splice(*index*,*howmany*,*item1*, .....,*itemX*)

**index : Required**

**the position to add/remove items**

**Negative value defines the position from the end of the array .**

**Howmany : optional**

**Number of items to removed**

**Item1 …. , itemx : optional**

**New element(s) to be addes.**

let myFriends = ["Ahmad", "said", "bilal", "omar", "jalil", "monsef"];

myFriends.splice(-2, 2, "yousef", "azdin");

Here we delete 2 elments from the second item from the end of the array , and then we added two indexes in array , in second index form the last of array .

Result **: ['Ahmad', 'said', 'bilal', 'omar', 'yousef', 'azdin']**

7- concat() :

**The concat() method concatenates (joins) two or more arrays.**

**The concat() method returns a new array, containing the joined arrays.**

**The concat() method does not change the existing arrays.**

Syntax

*array1*.concat(*array2*,*array3*, ...,*arrayX*)

et cheapCars = ["Dacia", "Renault", "Fiat"];

let expensiveCars = ["porshe", "BMW", "Ferrarai"];

let mediumCars = ["scoda", "opel", "Citroën"];

console.log(cheapCars.concat(expensiveCars, mediumCars, cheapCars));

Result :

**['Dacia', 'Renault', 'Fiat', 'porshe', 'BMW', 'Ferrarai', 'scoda', 'opel', 'Citroën', 'Dacia', 'Renault', 'Fiat'] .**

You can add a string also or a stirng in concat methods .

 cheapCars.concat(expensiveCars, mediumCars, cheapCars, "golf", "clio", [

    "zibra",

    "honda",

    "suzuki",

    "rangRover",

  ])

And sure this mothod create new array so this method does not change the existing arrays .

8- join() :

**The join() method returns an array as a string.**

**The join() method does not change the original array.**

**Any separator can be specified. The default is comma (,).**

Syntax

*array*.join(*separator*)

let allCars = cheapCars.concat(expensiveCars, mediumCars);

console.log(allCars.join());

**Result : Dacia,Renault,Fiat,porshe,BMW,Ferrarai,scoda,opel,Citroën**

***Separator*: Optional.**

**The separator to be used , defulat is a comma .**

**So Here I will make space as a sperator which separat allcars array items :**

console.log(allCars.join(" "));

**Result : Dacia Renault Fiat porshe BMW Ferrarai scoda opel Citroën**

Note : this return return string .

let nums = [15, 5, 58, 68, 58, 58];

console.log(nums.join(" "));

Result : 15 5 58 68 58 58 (as a string)

So you can use stirng methods .

Loop

Loops can execute a block of code a number of times .

Javascript supports different kinds of loops .

**The For Loop .**

The for statement creates a loop with 3 optional expression :

**for (*expression 1*;*expression 2*;*expression 3*) {  
  // *code block to be executed*  
}**

**expression 1** is executed (one time) before the execution of the code block.

**expression 2** defines the condition for excuting the code block

**expression 3** is executed (every time) after the code block has been executed .

imagine with me, that your boss told you that you campony need 10 employee, and now you have to bring these 10 employee,each time you find one you give him the result , after each one, one is miss .

for (let i = 0; i < 10; i++) {

  console.log(`Now we need ${10 - i} employee`);

}

console.log("Sorry, we don't need any employee now");

**expression 1 :** sets a variable before the loop starts (let i = 0 )

**expression 2 :** defines the condition for the loop to run (i must be less than 10 )

**expression 3 :** increases the value each time by one.

**Expression 1**

Normally you will use expression 1 to initialize the variable used in the loop .

This is not always the case, js doesn’t care , Expression 1 is optional .

You can initiate many values in expression 1 (separated by comma) :

const names = [

  "Bilal",

  "testing",

  "ossama",

  "khaled",

  "ahmad",

  "marwan",

  "reda",

  "saed",

  "eman",

  "alex",

];

for (let i = 0, len = names.length, text = " "; len > i; i++) {

  text += `${names[i]} \n  \n`;

  if (i === len - 1) {

    console.log(

      `%c${text}`,

      "color:dodgerblue;font-size:20px;font-family:cursive"

    );

  }

}

Why we make if condition , because text is created in the loop so we can’t access to it outside the loop,and for make sure that we will log all items in the console , we print it , after make sure that all indexes added to index .

Note : and you can omit the first expression (like when you values are set before the loop start :

let y = 0;

for (; y < 5; y++) {

  console.log(`try number ${y}`);

}

**Expression 2**

Often expression 2 is used to evaluate the condition of the initial variable .

This is not always the case, js doesn’t care. Expression 2 is also optional .

If expression 2 returns true, the loop will start over again, if it returns false, the loop will end .

Note : if you omit expression 2 , you must provide a **break** inside the loop. Otherwise the loop will never end. This will crash you browser. In the next chapters we’ll learn a lot about break .

let i = 0;

for (;;) {

  console.log(i);

  if (i == 5) {

    break;

  }

  i++;

}

**Expression 3**

Often expression 3 increments the value of the initial variable ;

But that not always , expression 3 is optional.

Expression 3 can do anything like decreament (i--), positive increment (i=i+15),or anything else.

Expressin 3 can be omitted (like when you increment you values inside the loop

let i = 0;

for (; i < 5; ) {

  console.log(i);

  i++;

}

**Nested loop :**

let products = ["keyboard", "Mouse", "Pen", "Pad", "Monitor", "Microphone"];

let colors = ["Black", "white", "DarkBlue", "Gray"];

let models = [2020, 2021, 2022];

console.log("%cOur Products \n", "font-size:40px;color:hotpink; ");

for (let i = 0; i < products.length; i++) {

  console.log("#".repeat(50));

  console.log("#".repeat(50));

  console.log(

    `%c${products[i]}`,

    "font-size:30px;color:olive;font-weight:bold"

  );

  console.log("%c  Colors : ", "font-size:20px;color:greenyellow");

  for (let y = 0; y < colors.length; y++) {

    console.log(`                 - ${colors[y]}`);

  }

  console.log("%c  Models : ", "font-size:20px;color:dodgerblue");

  for (let x = 0; x < models.length; x++) {

    console.log(`                  - ${models[x]}`);

  }

}

We will do like a calender :

for (let i = 0; i < 4; i++) {

  console.log(`Week : ${i + 1}`);

  for (let y = 0; y < 7; y++) {

    console.log(`     Day : ${y + 1}`);

  }

}

**Loop control : Break, continue, Label :**

The break statement "jumps out" of a loop.

The continue statement "jumps over" one iteration in the loop.

## The Break Statement

You have already seen the break statement used in an earlier chapter of this tutorial. It was used to "jump out" of a switch() statement.

The break statement can also be used to jump out of a loop:

for (let i = 0; ; i++) {

  if (i === 6) {

    break;

  }

  console.log(i + 1);

}

IN the example above, the break statement ends the loop (« breaks » the loop), when the loop counter reaches number : ‘6’

## The Continue Statement

The continue statement breaks one iteration (in the loop), if a specified condition occurs, and continues with the next iteration in the loop.

This example skips all number values and stops when it reches Stop index:

const list = [

  "Bilal",

  "Ahmad",

  "Omar",

  15,

  "Hamid",

  20,

  52,

  "Yasmin",

  "Stop",

  "Alex",

];

for (let i = 0; ; i++) {

  if (list[i] === "Stop") {

    break;

  }

  if (typeof list[i] === "number") {

    continue;

  }

  console.log(list[i]);

}

## JavaScript Labels

To label JavaScript statements you precede the statements with a label name and a colon:

let fruits = ["Banana", "Apple", "peach", "apricot"];

let colors = ["Green", "Yellow", "Black", "Orange"];

mainLoop: for (let i = 0; i < fruits.length; i++) {

  console.log(fruits[i]);

  nestedLoop: for (let y = 0; y < colors.length; y++) {

    if (colors[y] === "Black") {

      console.log("  !! There is a problem in this fruits ");

      continue mainLoop;

    } else {

      console.log(`      - ${colors[y]}`);

    }

  }

}

Here in this example we stop mainLoop using label if we find a black fruits and log in console a message and tell us about the problem .

Adding Product to the page :

const products = [

  "Keyboard",

  "Mouse",

  "Pen",

  "Pad",

  "Pc Gamer",

  "Heardset",

  "WebCam",

  "Monitor",

];

const Colors = ["Black", "White"];

const Models = [2021, 2022];

const prices = [20, 15, 10, 7, 900, 20, 30, 250];

document.write("<h1>Our Products </h1>");

for (let i = 0; i < products.length; i++) {

  document.write(

    `<div class="container" Style="display:flex; justify-content:center ; gap : 30%;flex-wrap:wrap">`

  );

  // left side

  document.write(`<div >`);

  document.write(

    `<h2 style="color:olive;font-size:30px;font-family:cursive">${products[i]}</h2>`

  );

  document.write(

    `<p><span style="font-weight: bold;font-size:22px">Colors : </span>${Colors.join(

      " | "

    )}</p>`

  );

  document.write(

    `<p><span style="font-weight: bold ;font-size:22px">Models : </span>${Models.join(

      " | "

    )}</p>`

  );

  document.write(

    `<span style="font-weight: bold ; font-size:25px">Prices : $${prices[i]}</span>`

  );

  document.write(` </div>`);

  // right side

  document.write(`<img src="download.jfif" />`);

  // finish

  document.write(`  </div> <hr >`);

}

document.querySelector("body").style.cssText =

  "font-family:sans-serif;font-size:20px";

document.querySelector("h1").style.cssText =

  "font-size:50px ; text-align:center ; color:olive";

Javascript While Loop

Loops can execute a block of code as long as a specified condition is true.

The while loop loops through a block of code as long as a specified condition is true.

### **Syntax**

while (condition) {  
*// code block to be executed*  
}

let i = 0;

while (i < 10) {

  console.log(i + 1);

  i++;

}

Note :

If you forget to increase the variable used in the condition , the loop will never ends . this will crassh you browser

Javascript Do While Loop

The do while loop is a variant of the while loop . this loop will execute the code block once , before checking if the condition is true , then it will repeat the loop as long as the condition is true .

### **Syntax**

do {  
*// code block to be executed*}  
while (condition);

do {

  console.log("good");

} while (false);

It will log « good » in the console, although the condition false , but it will stop after checking the condition .

**Function**

A JavaScript fuction is a block of code designed to perform a particular task .

A javaScript function is excuted when « something » invokes it (calls it ) .

**User Defined function vs Built In function**

User defined function is a function that you made by yourself .

Built IN fuction is a language function (ready to use) .

**JavaScript Function Syntax :**

A javaScript function is defined with function keyword,followed by a **name**, followed by parentheses () .

Function names can contain letters,digits,underscores,and dollar signs (same rules as variable)

The parentheses may include parameter names separated by commas :

(**parameter1** , **parameter2**, …..)

The code to be excuted, by the function is placed inside curly brackets { }

function sayHello(userName) {

  console.log(`Hello ${userName}`);

}

Function **parameters** are listed inside the parantheses () in the function definition .

Function **arguments** are the values received by the function when it is invoked .

**Inside the function, the arguments (the parameters) behave as local variables.**

Another example :

function driveLicense(userName, age) {

  console.log(`Hello ${userName} Your age is ${age}`);

  if (age >= 18) {

    console.log(`Good, you can get a license drive`);

  } else if (age < 18) {

    console.log(

      `Sorry you are too young to get a license drive now, please wait ${

        18 - age

      } year(s) `

    );

  }

}

A very good example :

function generateYears(start, end) {

  for (let y = 0; start <= end; start++, y++) {

    console.log(`${start}  ==> ${y + 1}`);

  }

}

generateYears(1979, 2022); // my mom life

i can exclude a year :

function generateYears(start, end, exclude) {

  for (; start <= end; start++) {

    if (start === exclude) {

      continue;

    }

    console.log(start);

  }

}

**Function Return :**

When Javascript reaches a return statement, the function will stop excuting .

Function often compute a return value. The return value is ‘returned’ back to the ‘caller’ .

function calc(num1, num2) {

  return num1 \* num2;

}

console.log(calc(9, 6)); // 54

and sure i can store the returned value in a variable .

function calc(num1, num2) {

  return num1 \* num2;

}

let result = calc(9, 6);

console.log(result + 10); // 64

Note : you can write return in a line and returned value in onther line , Vs code will automatically add a semicolon and sure returned value will be unrechable code .

Take this :

function genarate(start, end) {

  for (; start <= end; start++) {

    if (start === 15) {

      return 'interruptin : "cutting"';

    }

    console.log(start);

  }

}

**Function Default Parameters**

Imagine with me that you create a sayHello() functon but the user doesn’t enter his name :

function sayHello(userName) {

  return `Hello Mr(s) ${userName}`;

}

console.log(sayHello()); // Hello Mr(s) undefined

But me i don’t want to print undefined if no name, because the user will not understand that. But i want to print a particular text if there is no userName .

**1- first solution :**

function sayHello(userName) {

  if (userName == undefined) {

    userName = "(Unkown)";

  }

  return `Hello Mr(s) ${userName}.`;

}

console.log(sayHello()); // Hello Mr(s) (Unkown).

**2-Truthy and falsy**

In JavaScript a truthy value that is considered **true** when put it in a **Boolean context**. All values are truthy unless they are defined as falsy. That is, all values are truthy **except false**, 0, -0, 0n, "", null, undefined, and NaN.

function sayHello(userName, age) {

  if (Boolean(age) === false) {

    age = "Unkonw";

  }

  return `Hello ${userName} Your Age is ${age}`;

}

But there a good way to do this :

function sayHello(userName, age) {

  age = age || "Unkonw";

  return `Hello ${userName} Your Age is ${age}`;

}

This trick check if age a falsy value , it is , so age will equal « Unkonw »

**3- check for nulll and undefined only**

As the last one but this doesn’t check for all falsy values , it check only for null and undefined . replace double « Pipes «  by double question mark .

function sayHello(userName, age) {

  age = age ?? "Unkonw";

  return `Hello ${userName} Your Age is ${age}`;

}

**4- ES6 Method (modern and new method)**

function sayHello(userName = "Unkown", age = "Unkown") {

  return `Hello ${userName} Your Age is ${age}`;

}

**Rest Parameters**

Now you have to make a calculator that numbers that i give them to it .

function addCalc(num1 = 0, num2 = 0, num3 = 0) {

  return num1 + num2 + num3;

}

console.log(addCalc(10, 35, 96)); /// 141

console.log(addCalc(10, 35)); /// 45

Now imagine with me, that i give the function more than tree numbers , i am gonna give 10 or 20 numbers, and sure you can’t still creating parameters, but you have to use a dynamique trick . that is **Rest Parameter**

The **rest parameter** syntax allows a function to accept an indefinite number of arguments as an array.

unction addCalc(...num) {

  console.log(Array.isArray(num));

}

addCalc(); // true

so rest parameter accept unlimite of argument and store them in array ‘…num ‘

and know for print the sum of this numbers :

function addCalc(...numbers) {

  let result = 0;

  for (let i = 0; i < numbers.length; i++) {

    result += numbers[i];

  }

  return result;

}

console.log(addCalc(10, 2, 10, 358, 58)); // 438

**Ultimate Function Practice :**

function showInfo(

  userName = "Unkown",

  userAge = "Unkown",

  userRate = "0",

  showSkills = "yes",

  ...userSkills

) {

  document.write(`<div>`);

  document.write(`<h2>Welcome, ${userName}</h2>`);

  document.write(`<p>Age: ${userAge}</p>`);

  document.write(`<p>Hour Rate:  $${userRate}</p>`);

  if (showSkills === "yes") {

    if (userSkills.length > 0) {

      document.write(`<p> Skills : ${userSkills.join(" | ")}</p>  `);

    } else {

      document.write(`<p> Skills : There is No Skills</p>  `);

    }

  } else {

    document.write(`<p>Skills are Hidden  !!</p>`);

  }

  document.write(` <hr> </div>`);

}

showInfo(

  "Bilal Elemrani",

  17,

  30,

  "yes",

  " Html ",

  " Css ",

  " Js ",

  " Bootstrap",

  "node.Js"

);

showInfo(

  "Omar Abo Kassim",

  19,

  35,

  "yes",

  "Adobe Photoshop",

  "Adobe Premier",

  "Cinema 4D "

);

showInfo("Mohammed Elemrani", 41, 20, "yes", "designing", "Cutting", "Sewing ");

showInfo("Ahmad Slimani", 41, 20, "yes");

showInfo("Karim Moulodi", 17, 30, "no", "voice ff");

**Challenge**

My first try :

You can put the name in first parameter or the second one , and age too, but c is reserved for boolean value .

function userInfo(a = "Unkonw", b = "Unkonw", c = true) {

  let availibity = c === true ? "Avialible" : "Not Avialble";

  if (typeof a === "string") {

    return `Hello ${a}, your age is ${b}, you are ${availibity} For Hire`;

  } else {

    return `Hello ${b}, your age is ${a}, you are ${availibity} For Hire`;

  }

}

console.log(userInfo("Bilal", 20, false));

and now i’ll do the same thing but with ternary operator :

function userInfo(a = "Unkonw", b = "Unkonw", c = true) {

  let availibity = c === true ? "Avialible" : "Not Avialble";

  return typeof a === "string"

    ? `your name is ${a} and your age is ${b}, your are ${availibity} For Hire`

    : `your name is ${b} and your age is ${a}, your are ${availibity} For Hire`;

}

console.log(userInfo("Bilal", 20, false));

but know i made it !!! but using if statemnt and some teranry operator but i don’t use ternary operator only :

function userInfo(a = "Unkonw", b = "Unkonw", c = "Unkown") {

  if (typeof a === "string") {

    if (typeof b === "number") {

      return `Hello ${a}, your age is ${b}, your are ${(c =

        c === true ? `avialable` : `not availible`)} For Hire`;

    } else {

      return `Hello ${a}, your age is ${c}, your are ${(b =

        b === true ? `avialable` : `not availible`)} For Hire`;

    }

  } else if (typeof b === "string") {

    if (typeof a === "number") {

      return `Hello ${b}, your age is ${a}, your are ${(c =

        c === true ? `avialable` : `not availible`)} For Hire`;

    } else {

      return `Hello ${b}, your age is ${c}, your are ${(a =

        a === true ? `avialable` : `not availible`)} For Hire`;

    }

  } else {

    if (typeof b === "number") {

      return `Hello ${c}, your age is ${b}, your are ${(a =

        a === true ? `avialable` : `not availible`)} For Hire`;

    } else {

      return `Hello ${c}, your age is ${a}, your are ${(b =

        b === true ? `avialable` : `not availible`)} For Hire`;

    }

  }

}

console.log(userInfo(17, true, "Bilal"));

ok, i find the good answear :

function userInfo(a = "Unkonw", b = "Unkonw", c = "Unkown") {

  let name;

  let age;

  let status;

  name = typeof a === "string" ? a : typeof b === "string" ? b : c;

  age = typeof a === "number" ? a : typeof b === "number" ? b : c;

  status = typeof a === "boolean" ? a : typeof b === "boolean" ? b : c;

  return `Hello ${name}, Your Age Is ${age}, You Are ${(status =

    status === true ? "Available" : "Not Available")} For Hire`;

}

console.log(userInfo(15, true, "bilal"));

i made it, by onther way :

function userInfo(a = "Unkonw", b = "Unkonw", c = "Unkown") {

  let name;

  let age;

  let status;

  typeof a === "string"

    ? (name = a)

    : typeof b === "string"

    ? (name = b)

    : (name = c);

  typeof a === "number"

    ? (age = a)

    : typeof b === "number"

    ? (age = b)

    : (age = c);

  typeof a === "boolean"

    ? (status = a)

    : typeof b === "boolean"

    ? (status = b)

    : (status = c);

  return `Hello ${name}, Your Age Is ${age}, You Are ${(status =

    status === true ? "Available" : "Not Available")} For Hire`;

}

**Anonymous Function**

**Anonymous Function** is a function that does not have any name associated with it.

An anonymous function is not accessible after its initial creation

 it can only be accessed by a variable it is stored in as a *function as a value.*

let calculate = function (number1, number2) {

  return number1 + number2;

};

calculate(5, 5);

normal function is accesible after its initialization :

calc(20, 5);

function calc(num1, num2) {

  return(num1 + num2);

}

But anonymous function can be accessible neither before nor after its initialization,but if you store the anonymous function in a variable you will be able to access after its initialization using variable name , but as variable you can’t access it before initialization, the function the same :

console.log(name); // Error

let name = "Bilal";

the function the same :

calculate(5, 5); // Error

let calculate = function (number1, number2) {

  return number1 + number2;

};

So anonymous function created in runtime , so you can’t access it before .

**But why we use anonymous function :**

We use anonymous function in :

1- function that we use it one time , by example in a button .

document.getElementById("show").onclick = function () {

  console.log("show");

};

But also you can use a function that is all ready existe :

document.getElementById("show").onclick = sayHello;

The setTimeout() method calls a function after a number of miliseconds.

1 second = 1000 milliseconds.

setTimeout(function () {

  console.log("Hello");

}, 1000);

**The setTimeout() is executed only once.**

**If you need repeated executions, use setInterval() (الفاصل الزمني ) instead.**

setInterval(function () {

  console.log("Hello");

}, 1000);

**Nested Function**

We use nested function simplify and to reduce the difficulty of a task, so intead of using one function in one tas, you Divide the problem to many small problem that are easy to be solved .

Try to understand this code, this is a challenge for you :

mainFunction: function sendMessage(firstName, lastName) {

  let sms = "Hey";

  // nested Function

  first\_Nested\_Function: function concatMsg() {

    // Nested Function

    second\_Nested\_Function: function concatName() {

      return `${firstName} ${lastName}`;

    }

    return `${sms} ${concatName()}`;

  }

  return concatMsg();

}

console.log(sendMessage("Bilal", "Elemrani"));

**Arrow Function**

Arrow Function were introduced in ES

Arrow Function allow us to write shorter function syntax :

**Before :**

function sayHello() {

  return `Hello Everyone`;

}

**After :**

let myFunction = let myFunction = () => {

return "Hello World!";

};

It gets shorter ! if the function has only one statements, and the statement returns a value, you can remove the brackets and the **return** Keyword

let myFunction = () => `Hello Everyone`;

let myFunction = (a, b) => a \* a + b;

in Fact, if you have only one parameter, you can skip the parentheses as well :

let myFunction = a => a \* a + 2;

and if you have no parameters you can skip parentheses too, and replace them by unserscore :

let myFunction = \_ => 6;

**JavaScript Scope**

Scope determines the accessibility (visibilty) of variables .

Javascript has 3 types of scope :

* Block scope
* Function scope (local scope)
* Global scope

1- Global and Local Scope

Variables Declared Globally (outside any function) have Global Scope .

Global Variables can be accessed from anywhere in a javascript program.

Javescript has function scope or local scope : each function create a new scope .

Variables defined inside a function are not accessible (visible) from outside the function.

var a = 1;

let b = 2;

function sayHello() {

  console.log(`Function == From Global ${a}`);

  console.log(`Function == From Global ${b}`);

}

sayHello();

console.log(`From Global ${a}`);

console.log(`From Global ${b}`);

as you are seeing, variables declared outside a function has global scope, this why i could access them inside a function .

and as we said each function has its scope, so when you use a variable the function start looking for it inside its scope first, and if it doesn’t find the variable it starts looking for in global scope :

var a = 1;

let b = 2;

function sayHello() {

  var a = 10;

  let b = 20;

  console.log(`Function == From Local ${a}`);

  console.log(`Function == From Local ${b}`);

}

sayHello();

console.log(`From Global ${a}`);

console.log(`From Global ${b}`);

**result :**

Function == From Local 10

Function == From Local 20

From Global 1

From Global 2

As we saw the function use the existed variables in her scope instead of using glbal ones .

function sayHello() {

  console.log(`Function == From Global ${a}`);

  console.log(`Function == From Global ${b}`);

  var a = 10;

  let b = 20;

}

Here we will get an error, because the function has variables in its scope, but i try to access them before their initiallization

**Make in mind that you can’t access a variable witch created inside a function, so you can’t pass from global to local , but you can pass from local to global, try to understand**

2- Block Scope :

Before Es6, JavaScript had only **Global Scope** and **Function Scope.**

**Block scope** is made espicilaly for **block of code** like : if , switch , for , while…

Now, i’ll give a Qu, what the result of this :

var x = 10;

if (true) {

  var x = 20;

}

console.log(x);

result : 20

but this break the law that we learnt (local scope and global scope)

the cause is **Var** keyword can NOT have Block scope.

ES6 introduced two important new JavaScript keywords: let and const.

These two keywords provide **Block Scope** in JavaScript.

Variables declared inside a { } block can be accessed from outside the block.

{

    var x = 2;

  }

  // x CAN be used here if you use var in {}

So here we will have a problem that the code inside {} overide the code and ruin all the program, so for avoding all this DON’T USE VAR KEYWORD

So for follow the law and make a new scope for each block of code ,

Use new ES6 keyword let , const

**Scope lexical**

All the idea here is that you can pass from scope of child function to scope of parent function .

**Composite Functions**

let calc = (x) => {

  let b = Math.sqrt(x); // the first function

  let Calc = () => {

    return b / (1 + b); the second function

  };

  return Calc();

};

console.log(calc(9));

and :

let calc = (x) => {

  let b = x + 1;

  let Calc = () => {

    return b \* b;

  };

  return Calc();

};

You store the first in a variable,the you use it in the second function .

**Currying Function Technique**

Curying is an advanced technique of working with function.it’s used not only in JavaScript. But in other languages as well.

Currying as a transformation of functions that translates a function from callable as f(a,b,c) into callable as f(a)(b)(c) .

let message = (name) => (time) => (age) => {

  return `${(time = "morning"

    ? "Good Morning"

    : "Good Evening")} Bilal, Your Age is ${age}`;

};

console.log(message("Bilal")("morning")(15));

instead of :

let message = (name, time, age) => {

  return `${

    time == "morning" ? "Good Morning" : "Good Evening"

  } ${name}, Your Age is ${age}`;

};

console.log(message("Bilal", "evening", 17));

**Higher Order Function**

**Definition :** higher order function is a function that receives a function as an argument and / or returns the function as output.

**1- map :** is an array method

\*\*\*\*\*\*\*\*\*\*\*\*Create new array

Higher order functions loop on every element in an array.

Example :

let nums = [1, 2, 3, 4, 5, 6, 7, 8, 9];

let newArray = [];

for (let i = 0; i < nums.length; i++) {

  newArray.push(nums[i] \* 2);

}

Let try to do this, using map :

Ooooo, where is syntax ????

***array*.map(function(currentValue, index, arr), thisValue)**

**function () : required ;** a function to be run for each array element

**currentValue : required** the value for the current element

index : optional The index of the current element

arr : Optional the array for the current element

thisValue Optional dafault value is undefined, A value passed to the function to be used as its this value .

see this code will help you to understand more and more ….

let newArray = nums.map(function (currentValue, Index, Array) {

  console.log(`currentValue  ==== > ${currentValue}`);

  console.log(`Index  ==== > ${Index}`);

  console.log(`This Argument (value)  ==== > ${this}`);

  console.log(`Array  ==== > ${Array.join(" ")}`);

  console.log(`\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*`);

}, 2);

**Note :** you can name variables with any name that you want it.

**And Now let make it uisng map**

newArray = nums.map(function (ele) {

  return ele \* 2;

});

Or :

newArray = nums.map((currentValue) => currentValue \* 2);

or you can use onther function :

let addition = (x) => x \* 2;

newArray = nums.map(addition);

as we know the first element for currentValue the second one for index ….

map() does not change the original array.

**Practice 1 :**

let swappingCases = "elZERo";

let swap = swappingCases

  .split("")

  .map((el) => (el.toLowerCase() === el ? el.toUpperCase() : el.toLowerCase()))

  .join("");

console.log(swap);

**Practice 2 :**

let invertNumbers = [1, -10, -20, 15, 100, -30];

let inv = invertNumbers.map((el) => -el);

console.log(inv);

**Practice 3 :**

let ignoreNumbers = "Elz123er4o";

let ign = ignoreNumbers

  .split("")

  .map((el) => (isNaN(el) ? el : ""))

  .join("");

console.log(ign);

**2- Filter :** is an array method

\*\*\*\*\*\*\*\*\*\*\*\*Create new array

Filter has the same Syntax with map but it retruns only elements that pass a test provided by a function

let friends = ["Ahmed", "Samed", "Sayed", "Asmaa", "Amgad", "Israa"];

let filteredFriends = friends.filter((element) => element.startsWith("A"));

so filter will return only elments that start with « A » in other word only the element that verify the condition and the condition returns true in it .

// get Even Numbers Only

let numbers = [11, 20, 2, 5, 17, 10];

let evenNumbers = numbers.filter((el) => el % 2 == 0);

let oodNumbers = numbers.filter((el) => el % 2 !== 0);

***Practice 1 :***

let sentence = "I Love Foood Code Too Playing Much";

let filterdSentence = sentence

  .split(" ")

  .filter((el) => el.length <= 4)

  .join(" ");

***Practice 2 :***

let ignoreNumbers = "Elz123er4o";

let ign = ignoreNumbers

  .split("")

  .filter((el) => isNaN(parseInt(el)))

  .join("");

***Practice 3 :***

// Filter String + Multiply

let mix = "A13BS2ZX";

let solution = mix

  .split("")

  .filter((el) => !isNaN(parseInt(el)))

  .map((el) => el \* el);

**3- Reduce**

\*\*\*\*\*\*\*\*\*\*\*\*Create new array

Syntax :

***array*.reduce(function(total, currentValue, currentIndex, arr), initialValue).**

**Parameters :**

\* Reducer function parameters

|  |  |
| --- | --- |
| **total** | **Required**  The initialValue, or the previoulsy returned value of the function |
| **currentValue** | **Required**  The value of the current element |
| **currentIndex** | **Optional**  The index of the current element |
| **arr** | **Optional**  The array the current element belongs to |

|  |  |
| --- | --- |
| **initialValue** | **Optional.**  A value to be passed to the function as the initial value . |

**Return Value :**

The accumulated result from the last call of the callback function.

let nums = [10, 20, 15, 30];

let addition = nums.reduce(function (

  accumulatedValue,

  currentValue,

  currentIndex,

  array

) {

  console.log(`previousValue ==> ${accumulatedValue}`);

  console.log(`currentValue  ==> ${currentValue}`);

  console.log(`index         ==> ${currentIndex}`);

  console.log(`array         ==> ${array}`);

  console.log(accumulatedValue + currentValue);

  console.log(`\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*`);

  return accumulatedValue + currentValue;

});

Total or accumulator or previousValue or accumulatedValue is the value returned from the previous operation .

The question is what is total in index 0 :

*If there is an InitialValue so it is total (function starts from index 0 )*

*If there is no intialValue so the total is value in index 0 (function starts from index 1 )*

***Practice 1 :***

let theBiggest = ["Bla", "Propaganda", "Other", "AAA", "Battery", "Test"];

let theBiggestWord = theBiggest.reduce((acc, cu) =>

  acc.length <= cu.length ? cu : acc

);

***Practice 2 :***

let removeChars = ["E", "@", "@", "L", "Z", "@", "@", "E", "R", "@", "O"];

let rightWord = removeChars.filter((cu) => cu !== "@").join("");

let replace join with « reduce «

let removeChars = ["E", "@", "@", "L", "Z", "@", "@", "E", "R", "@", "O"];

let rightWord = removeChars

  .filter((cu) => cu !== "@")

  .reduce((acc, cu) => `${acc}${cu}`);

**4- forEach**

Method excutes a provided function once for each array element .

*array*.forEach(function(currentValue, index, arr), thisValue).

**Note :**

- doesnt Return Anything [Undefined] .

- Break Will Break The Loop

**Example :**

In a folder behind this file .

**Object**

IN real life, a car is an object .

A car has **properties** like weight and color, and **methods** like start and stop :

All cars have the **same properties,** but the **property values differ from car to car .**

All cars have the **same mehtods**, but the **methods are performed at different times** .

**JavaScript Objects**

let user = {

  // properties

  theName: "Bilal",

  theAge: 16,

  // Methods

  sayHello: () => `Hello`,

};

**Accessing Object Properties :**

***objectName.propertyName***

console.log(user.sayHello(), user.theName);

but we have onother way .

# **Dot Notation vs Bracket Notation**

In the object.propertyName syntax, the propertyName must be a valid js identifier.

But if the propertyName is a valid js identifier so there is no diffrents between using Dot Notation and using Bracket Notation.

In not valid identifier you should use bracket Notation.

let user = {

  // properties

  theName: "Bilal",

  theAge: 16,

  "country Of": "Morocco",

  // Methods

  sayHello: () => `Hello`,

};

// accessing using Bracket Notation

console.log(user["country Of"]);

and as we say in valid identifier use what you want :

console.log(user.theName);

console.log(user["theName"]);

see this :

let myVar = "country";

let user = {

  // properties

  theName: "Bilal",

  country: "Germany",

};

console.log(user[myVar]); // Germany

**Nested Object :**

This is an example about nested object :

let user = {

  theName: "Bilal",

  theAge: 16,

  skils: ["HTML", "CSS", "Js", "Python"],

  availibility: true,

  addresses: {

    inTangier: {

      main: "Bni Makada",

      second: "Mesnana",

    },

    inRabat: "Bwitat",

  },

  checkAv: () =>

    user.availibility === false

      ? `The User is not Available`

      : "The User is Available",

};

**1- accessing to an array :**

// Accessing By Index

console.log(user.skils[user.skils.indexOf("Js")]);

-------or

console.log(user.skils[3]);

or you can show all array element :

console.log(user.skils.join(" | "));

**2-accessing to a nested object :**

console.log(user.addresses.inTangier.main);

**Create Object With New Keyword:**

***1- Accessing To Object Data :***

You can add or modify any object property :

let user = { name: "Ahmad" };

console.log(user.name); // Ahmad

(user.name = "Bilal"), (user.availability = true);

console.log(user.name); // Bilal

as you see i change the value of ‘name’ property and I add another property name ‘availability’

***1- Create Object With New Keyword :***

let User = {};

let user = new Object({});

these two lines of code they are the same .

**second line :** create an object , and we know in js , almost ‘everything’ is an object .

* Booleans can be objects (if defined with the new keyword)
* Numbers can be objects (if defined with the new keyword)
* Strings can be objects (if defined with the new keyword)
* Dates are always objects
* Maths are always objects
* Regular expressions are always objects (wait for it)
* Arrays are always objects
* Functions are always objects
* Objects are always objects

So :

let user = new Object([]); // I have created an Array

and you can input data in it directly and indirectly

let user = new Object([15, 5]); // to input directly and indirectly

console.log(user); // (2) [15, 5]

user.push(4, 6); // to input indirectly

console.log(user); // (4) [15, 5, 4, 5]

- the same with object object :

let user = new Object({ name: "Bilal", number: 19, class: "1Bac SMF" }); // to input directly and indirectly

console.log(user); // {name: 'Bilal', number: 19, class: '1Bac SMF'}

user.lang = "HTML CSS JS"; // to input indirectly

console.log(user); // {name: 'Bilal', number: 19, class: '1Bac SMF', lang: 'HTML CSS JS'}

**But there is no need to use new Object().**

**For readability, simplicity and execution speed, use the object literal method.**

**This Keyword :**

IN Js , the This keyword referes to an **object** .

**Which** object depends on how this is being invoked (used or called) .

The **this** keyword referes to diffrents objects depending on how it is used :

\*\* In an object method, this refers to the object .

let example = {

  userName: "Bilal",

  userLastName: "Elemrani",

  sayHello: function () {

    return "Hello " + this.userName + " " + this.userLastName;

  },

};

console.log(example.sayHello()); // Hello Bilal Elemrani

\*\* Alone, this refers to the **global object** . (window)

console.log(this); // window{..}

console.log(this === window); // true

\*\* In a function, this refers to the global object .

function hello(x) {

  return `hello ${x} ${this}`;

}

console.log(hello("Bilal")); // hello Bilal [object Window]

\*\* in a function, in strict mode, this is undefined.

"use strict";

console.log(hello("Bilal")); // hello Bilal undefined

\*\* IN an event, this refers to the element that received the event

document.getElementById("NF").onclick = function () {

  console.log(this);

};

// on click in the console : <button id="NF">Click</button>

***Note :***

This is not a variable. It is a keyword , you cannot change the value of this

**Create Object With Create Method:**

The object.create() method creates a new object, using an existing object as the prototype of the newly created object .

**Example :**

let user = {

  age: 40,

  doubleAge: function () {

    return this.age \* 2;

  },

};

I’ll use this as a prototype for « copyObj » object

let copyObj = Object.create(user);

When i log in the console the copyobj.age i get 40 in spite of there is no propertie name age in « copyObj » object

console.log(copyObj.age); // 40

but i can update it :

copyObj.age = 17;

console.log(copyObj.age); // 17

and sure the method work good also :

console.log(copyObj.doubleAge()); // 32

but make in mind the prototype method , « this » it should be used instead for the real name of object . because if you use in prototype method the name of protype object , the result will be : 40\*2 = 80.

And sure you can use it simply for create object :

let Obj = Object.create({ name: "Bilal" });

console.log(Obj.name); // Bilal

**Create Object With Assign Method:**

The Object.assing() method copies all properties from one or more source objects to a target object. It returns the modified target object .

**Syntax :**

Object.assign(target, ...sources)

let obj1 = {

  name: "Bilal",

  lastName: "Onahi",

  number: 18,

};

let obj2 = {

  lastName: "Elemrani",

  age: 17,

};

let finalObj = Object.assign(obj1, obj2);

//{name: 'Bilal', lastName: 'Elemrani', number: 18, age: 17}

I can add many sources, and sure the last who has the large autorithy

let obj1 = {

  name: "Bilal",

  lastName: "Onahi",

  number: 18,

};

let obj2 = {

  lastName: "Elemrani",

  age: 17,

};

let obj3 = {

  lastName: "Hakimi",

};

let finalObj = Object.assign(obj1, obj2, obj3);

//{name: 'Bilal', lastName: 'Hakimi', number: 18, age: 17}

You can also type sources and/or the target directly :

let finalObj = Object.assign({ name: "Ayoub", rank: 3 }, obj1, obj2, obj3);

//{name: 'Bilal', rank: 3, lastName: 'Hakimi', number: 18, age: 17}

**From Assingnment :**

The **Object Keys()** mehtod is used to return the object preperty name as an array .

***Simple Example :***

let user = { name: "Bilal", number: 16, class: "1Bac SMF" };

console.log(Object.keys(user)); // ['name', 'number', 'class']

The **Object.has.Own()** method returns *True* if the specified object has the indicated preperty as its own preperty. if the property is inherited, just in prototype or does not exist, the method returns *false*

let user = { name: "Bilal", number: 16, class: "1Bac SMF" };

console.log(Object.hasOwn(user, "number")); // true

let dUser = Object.create(user);

console.log(Object.hasOwn(dUser, "name")); // false

## [Syntax](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/hasOwn#syntax)

hasOwn(object-to-test , ‘’ property for testing ‘’)

DOM

*The* ***D****ocument* ***O****bject* ***M****odel (****DOM****) is a programming interface for web documents. It represents the page , when you load your page the browser create a model for the whole page as a project that contain all element that you can behave with them .*

**1- Select Elements**

This is the first Html file that we gonna do exprience on :

<html lang="en">

  <head>

    <meta charset="UTF-8" />

    <meta http-equiv="X-UA-Compatible" content="IE=edge" />

    <link rel="stylesheet" href="main.css" />

    <meta name="viewport" content="width=device-width, initial-scale=1.0" />

    <title>Js test</title>

  </head>

  <body style="font-size: 35px">

    <span class="my-span">My Span</span>

    <p>Hello Paragraph 1</p>

    <p>Hello Paragraph 2</p>

    <div id="my-div">Hello Div</div>

    <form action="">

      <input type="text" name="one" value="Hello" />

    </form>

    <form action="">

      <input type="text" name="two" value="Hello" />

    </form>

    <a href="https://google.com">Google</a>

    <a href="https://Twitter.com">Twitter</a>

    <script src="main.js"></script>

  </body>

</html>

**A – Find Element By ID**

The most common way to access an *HTML* element is to use the **id** of the element .

**The getElementById() method returns an element with a specified value.**

**The getElementById() method returns null if the element does not exist**.

let myDiv = document.getElementById("my-div");

console.log(myDiv); // <div id="my-div">Hello Div</div>

**Note :**

*Any* ***Id*** *should be unique, but :*

*If two or more elements with the same id exist,* ***getElementById()*** *returns First .*

**B – Find Elements By Tag Name**

The getElmentsByTagName() methods returns a collection of elements with a given tag name

The getElmentsByTagName() methods returns a NodeList object .

**-----NodeList**

A NodeList is an array-like collection(list) of nodes

*The nodes* is the list can be accessed by index, index starts by 0.

*The length* property retunrs the number of nodes

**Note :**

The Tag name « \* «  returns alll child elements

let myTagElements = document.getElementsByTagName("p");

console.log(myTagElements); // HTMLCollection(2) [p, p]

i can use indexing to access to any of the paragraphes existed in nodeList as a node .

console.log(myTagElements[1].innerHTML); // Hello Paragraph 2

wild card ‘ \* ’ to select all elements

let myTagElements = document.getElementsByTagName("\*");

console.log(myTagElements); //

//HTMLCollection(20) [html, head, script, meta, meta, link, meta, title, body, span.my-span, p, p, div#my-div, form, input, form, input, a, a, script, viewport: meta, my-div: div#my-div, one: input, two: input]

-----------------------All elements

**C – Find Elements By Class Name**

The **getElementsByClassName()** method returns a collection of element with the givin class name .

let myClassElements = document.getElementsByClassName("my-span");

console.log(myClassElements); //HTMLCollection [span.my-span]

**D – Find Element By CSS Selectors**

The **querySelector()** method returns the first child element that matches a specifed css selector of an element

The selectors can be :

class – id – tag – attributes ... (all css selectors ).

let myQueryElements = document.querySelector(".my-span");

let myQueryElementsTwo = document.querySelector("#my-div");

console.log(myQueryElements.innerHTML); //    My Span

console.log(myQueryElementsTwo.innerHTML); // Hello Div

but imagine that we have 2 span in Html , span 1 and span 2

let myQueryElements = document.querySelector(".my-span");

console.log(myQueryElements.innerHTML); // My Span 1

as you see the first span that appear.

---- Note

The querySlector() method returns the first element the specifed selectors. To returns all the matches, use **querySelectorAll()** method insead

let myQueryElementsAll = document.querySelectorAll(".my-span ");

console.log(myQueryElementsAll); // NodeList(2) [span.my-span, span.my-span]

**E – Find Element By Collection**

**------- Title :**

The **title** property sets or returns the title of the document.

**Syntax :**

\* Return the title property :

Document.title

console.log(document.title); // Js test

\* Sets the title property :

Document.title = newTitle

document.title = "To The Top";

console.log(document.title); // To The Top

**--------Body**

The **body** property sets or returns the title of the document

console.log(document.body); // <body>...</body>

document.body

or

document.body= newContent

**--------------Images**

The **images** property returns a collection of all <img> elements in a doc.

console.log(document.images); // HTMLCollection [img]

using indexing to access to any of them .

console.log(document.images[0].src); // 'img src'

document.images[0].style.border = "10px solid black";

**-------------- Forms**

The **Forms** property returns a collection of all <form> elements in a doc.

console.log(document.forms); // HTMLCollection(2) [form, form]

**-----------Links**

The **links** property returns a collection of all links elements in a doc.

The links in the collection represent <a> and <area> elemnet with an href attribute .

console.log(document.links); // HTMLCollection(2) [a, a]

and sure you can do many things . (wait we gonna learn more )

console.log(document.links[1].href); // https://twitter.com/

**InnerHTML VS InnerContent**

Have a look to this :

<div id="my-div">Hello Div &lt;span&gt;</div>

--The **innerHTML** property sets or returns the HTML content (which is inside tags in HTML document .

console.log(document.querySelector(".para").innerHTML); // Hello My Friend

as we sad you can set it  :

myDiv.innerHTML = "I am <span> Bilal </span> .";

and sure this will create a child in myDiv « span «

-- The **textContent** property sets or returns the text content of the element.

* ***Note :***

When you set the textContent property, all child nodes are removed and replaced by only one new text node

Now we will log this :

<div id="my-div">Hello Div &lt;span&gt;</div>

By innnerHTML and innerContent :

console.log(document.querySelector("#my-Div").innerHTML); //Hello Div &lt;span&gt;

console.log(document.querySelector("#my-Div").textContent); //Hello Div <span>

I think now we understand diffrence !!!!!

And the next code will show you all the diffrence

***HTML***

 <div id="my-div">

       Hello Div <span>Hello<p> evryone </p></span>

    </div>

***Js***

console.log(document.querySelector("#my-Div").innerHTML);

//       Hello Div <span>Hello<p> evryone </p></span>

console.log(document.querySelector("#my-Div").textContent);

//  Hello Div Hello evryone

console.log(document.querySelector("#my-Div").innerText);

//   Hello Div Hello

// evryone

**Get & Set attributes :**

**a- get & set attriblutes directly**

document.images[0].className = "img1";

document.images[0].title = "picture";

document.images[0].alt = "alternate";

and you can get attributes :

console.log(document.images[0].className); // img1

console.log(document.images[0].title); // picture

console.log(document.images[0].alt); // alternate

by the same method you can set or get any attributes that you want its

document.querySelector(".para").info = "class";

console.log(document.querySelector(".para").info); // class

document.getElementById("my-div").data = 152;

console.log(document.getElementById("my-div").data); // 152

**a- get & set attriblutes With Methods :**

**---------- setAttribute**

The setAttribute() method sets a new value to an attribute.

If the attribute does not exist, it is created first .

***Syntax :***

element.setAttribute(name,value)

Return Value : NONE

document.getElementById("input").setAttribute("type", "button");

document.querySelector(".para").setAttribute("number", "102");

**---------- getAttribute**

The **getAttribute()** method returns the value of an element’s attribute

Syntax :

Element.getAttribute(name)

**Return Value :**

The attibute’s value

Null if the attribute does not exist .

document.images[0].onclick = function () {

  console.log(this.getAttribute("src"));

};

Note

For find element you must use a selector that select just one like id …

DOM [check Attributes ] :

1 – element.attributes :

The **attributes** property returns a collection of attribues in an element.

The attributes property returns a NamedNodeMap

A ***NameNodeMap*** is an array-like unordered collection of an element’s attributes.

In other words, a **NamedNodeMap** is a list of **attr objects**.

A **NamedNodeMap** has a **length** property that returns the number of attr objects (nodes) . (how many attr that elemnts own )

The nodes **can be accessed** by name or index numbers.

  <p id="myP" class="my-p" info="sentence" range="1">Hello World</p>

Js :

console.log(document.getElementById("myP").attributes);

//  {0: id, 1: class, 2: info, 3: range }\*

console.log(document.getElementById("myP").attributes.length); // 4

console.log(document.getElementById("myP").attributes[1]); //  class="my-p"

console.log(document.getElementById("myP").attributes[1].value); //  my-p

console.log(document.getElementById("myP").attributes[1].name); //  class

2 – element.hasAttribute  & element.hasAttributes  :

The **hasAttribute()** method returns true if the attribute exists, otherwise false .

let myP = document.getElementById("myP");

console.log(myP.hasAttribute("class") ? "yes" : "No"); // yes

The **hasAttributes()** method returns true if the elements has at least one attr, otherwise false .

  <p>Hello World</p>

Js :

let myP = document.querySelector("p");

console.log(myP.hasAttributes() ? "yes" : "No"); // NO

but know we will assign some attr to « p » :

 <p id="myP" class="my-p" info="sentence" range="1">Hello World</p>

Js :

console.log(myP.hasAttributes() ? "yes" : "No"); // yes

3 – element.removeAttribute:

The **removeAttribute()** method removes an attribute from an element.

Return Value : NONE

console.log(document.getElementById("myP").attributes);

//  {0: id, 1: class, 2: info, 3: range }

let myP = document.querySelector("p");

myP.removeAttribute("info");

console.log(document.getElementById("myP").attributes);

//  {0: id, 1: class, 2: range }

Example DOM cheaking :

console.log(myP.attributes);

if (myP.hasAttribute("info")) {

  console.log("Found");

  if (myP.getAttribute("info") === "") {

    myP.removeAttribute("info");

    console.log("Removed");

  } else {

    myP.setAttribute("info", "New Value");

    console.log("Setting New Value");

  }

} else {

  console.log("Not Found");

}

console.log(myP.attributes);

DOM [Create Elements ] :

In All This lesson :

At end of code log your created element to follow the film from cradle to grave.

1- createElement()

The createElement() method creates an element node.

let myElement = document.createElement("div");

console.log(myElement); // <div></div>

Now we will assign to it a className :

myElement.className = "product";

console.log(myElement);  // <div class="product"></div>

**Note :**

All HTML elemnts are nodes .

Elements are nodes.attributes are nodes. Text are nodes .

Some elements contain other nodes

2- createAttribute()

The createAttribute() method creates an attribute

**Syntax**

*Element.createAttribute(name)*

------

**Return Value :** the created attribute node.

let myAttr = document.createAttribute("data-custom");

console.log(myAttr); // data-custom=""

3- setAttributeNode()

The setAttributeNode() method adds an attr or replace existing attr nodes.

**Syntax**

*Element.setAttributeNode(node)*

myElement.setAttributeNode(myAttr);

console.log(myElement); // <div class="product" data-custom></div>

**setAttributeNode()** vs **setAttribute()**

setAttributeNode() cannot set a value to an attr directly , it can only sets attr name .

in effect it’s a means of preparing an attr.

setAttribute is a quicker means of doing this, it allows to set both in the same time the name of attr and attr’s value.

4- createTextNode()

The createTextNode() method create a text node .

let myText = document.createTextNode("Product One");

console.log(myText); // "Product One"

**Return Value :** the created text node

**Syntax**

*Element.createTextNode(text)*

5- appendChild()

The appendChild() method appends a node(element) as the last child of an element .

**Syntax**

*------- Element.appendChild(node)*

**Or**

*------- Node.appendChild(node)*

**Return Value :** the appended node

let myText = document.createTextNode("Product One");

myElement.appendChild(myText);

console.log(myElement); // <div class="product" data-custom>Product One</div>

and we can append all « myElement » to body :

document.body.appendChild(myElement);

6- createComment()

The createComment() method creates a comment and return the comment node.

let myCommentA = document.createComment("This is a Comment (A)");

let myCommentB = document.createComment("This is a Comment (B)");

console.log(myCommentA); // <!-- This is a Comment (A)-->

***All what we have seen :***

let myElement = document.createElement("div");

let myAttr = document.createAttribute("data-custom");

let myText = document.createTextNode("Product One");

let myCommentA = document.createComment("This is a Comment (A)");

let myCommentB = document.createComment("This is a Comment (B)");

myElement.className = "product";

myElement.setAttributeNode(myAttr);

// Append  Comment to An element (before text node)

myElement.appendChild(myCommentA);

// Append Text To an Element

myElement.appendChild(myText);

// Append  Comment to An element (after text node)

myElement.appendChild(myCommentb);

// Append Element to Body

document.body.appendChild(myElement);

console.log(myElement)

Preactice :

//  DOM

// [Create Elements] [Practice]

for (let i = 0; i < 100; i++) {

  let myMainElement = document.createElement("div");

  let myHeading = document.createElement("h3");

  let myParagraph = document.createElement("p");

  let myDiv = document.createElement("div");

  myMainElement.className = `product${i + 1}`;

  myDiv.style.cssText =

    "width:auto;height:100px;background:gray;border-radius:10px";

  let myHeadingText = document.createTextNode(`Product (${i + 1}) Title `);

  let myParagraphText = document.createTextNode("Product Description");

  myHeading.appendChild(myHeadingText);

  myParagraph.appendChild(myParagraphText);

  myMainElement.appendChild(myDiv);

  myMainElement.appendChild(myHeading);

  myMainElement.appendChild(myParagraph);

  document.body.appendChild(myMainElement);

}

document.body.style.cssText =

  "display:flex;flex-wrap:wrap;gap:40px;justify-content:space-evenly";

DOM [Deal With Childrens ] :

1-children

The children property returns a collection of an element’s child elements.

The Children property returns an HTML Collection object.

You can reset value . using ‘innerHTML or …….’

let myElement = document.querySelector("div");

console.log(myElement.children); // HTMLCollection(2) [p, span]

console.log(myElement.children[1]); // <span>Hello Span </span>

2-childNodes

The childNodes property returns a collection (list) of an element’s child nodes.

The childNodes prperty returns a NodesList object.

The childNodes property is read-only.

You can use indexing for accessing.

Important !

childNodes returns nodes : Element nodes, text nodes, and comment nodes .

**Alternative**

*The children Property*

The children property returns elements(ignores text and comments)

HTML

<div>

      Hello Div

      <p>Hello P</p>

      <span>Hello Span</span>

      <!-- Comment -->

      Hello

    </div>

JS

console.log(myElement.childNodes);

// NodeList(7) [text, p, text, span, text, comment, text]

3-

\*\*\*\*\* firstChild && lastChild

&&

\*\*\*\*\* firstElementChild && lastElementChild

The **firstChild** property returns the first child node of a node

Property is read-only

The firstChild property is the same as childNOdes [0].

**Alternative :**

The **firstElementChild** property returns the first child elements (ignores text and comment nodes ).

The **firstElementChild** property returns the same as **children[0].**

\*\* read-only

***The same speech also for lastElementChild and lastChild***

**Events**

HTML events are « **things**» that happen to HTML elements.

When js is used in HTML page, js can « **react** » on these events.

HTML Events

An HTML event can be something the browser does, or something a user does.

**Examples :**

* An HTML web page has finished loading
* An HTML button was clicked
* When an HTML form is submitted

Often, where events happen, you may want to do something.

Js lets you excute code when events are detected.

**HTML**

<button onclick="console.log('clicked')">Button</button>

    <hr />

    <form action="">

      <input type="text" />

      <input type="submit" value="Submit Data" />

    </form>

You can use events attr

**JS**

document.querySelector("button").onclick = () => console.log("Clicked");

document.querySelector("button").oncontextmenu = () =>

  console.log("ٌRight Click");

document.querySelector("button").onmouseover = () => console.log("ٌmouse over");

document.querySelector("button").onmouseout = () => console.log("ٌmouse out");

document.querySelector("button").onmouseenter = () =>

  console.log("ٌmouse enter");

document.querySelector("button").onmouseleave = () =>

  console.log("ٌmouse leave");

onmouseleave = onmouseout && onmouseenter = onmouseover

window.onscroll = () => console.log("scrolling ....");

document.querySelector("input").onfocus = () => console.log("focused");

document.querySelector("input").d = () => console.log("blur"); // our from focus

document.forms[0].onsubmit = () => alert("Are Sure, You Want to Submit ?");

**Practice :**

**HTML :**

button{

        width: 80vw;

        display: block;

        margin: 100px auto;

        font-size: 9vw;

        font-family: cursive;

        background-color:#101820FF ;

        color: #FEE715FF ;

        border-radius: 10px;

        padding: 20px;

      }

    </style>

  </head>

    <!-- ////////////// -->

    <button id="b1">Mouse Over Me</button>

    <button id="b2">Click Me</button>

Js :

document.getElementById("b1").onmouseenter = function () {

  this.innerHTML = "Thank you";

};

document.getElementById("b1").onmouseleave = function () {

  this.innerHTML = "Mouse Over Me";

};

document.getElementById("b2").onclick = function () {

  if (this.innerHTML === "Click Me") {

    this.innerHTML = "Click Me <br> Click Again";

    return;

  }

  if (this.innerHTML === "Click Me <br> Click Again") {

    this.innerHTML = "Thank You";

    return;

  }

  if (this.innerHTML === "Thank You") {

    this.innerHTML = "Good Bye";

    return;

  }

  if (this.innerHTML === "Good Bye") {

    this.style.display = "none";

    return;

  }

};

**Validate Form Practice :**

The **preventDafault()** method cancels the event if it is cancelable, meaning that the default action that belongs to the event will not occur .

**NO pramater .**

For Example, this can be useful when :

* Clicking on a « Sumbit » butoon, prevent it from submitting a form .
* Clicking on a link, prevent the link from following the URL.

Note : Not all events are cancelable. Use the **cancelable** preperty to find out if an event is cancelable.

The cancelable event preperty returns a Boolean value indication wheter or not an event is a cancelable event.

document.links[0].onmouseenter = function (event) {

  console.log(this);

  console.log(event);

  console.log(event.cancelable); // false

};

document.links[0].onclick = function (event) {

  event.preventDefault(); // Prevent the link from following the URL .

};

Practice :

**HTML & CSS**

<html lang="en">

  <head>

    <meta charset="UTF-8" />

    <meta http-equiv="X-UA-Compatible" content="IE=edge" />

    <link rel="stylesheet" href="main.css" />

    <meta name="viewport" content="width=device-width, initial-scale=1.0" />

    <title>Js test</title>

    <style>

      body {

        font-size: 35px;

      }

      form {

        display: flex;

        flex-direction: column;

        gap: 20px;

      }

      form input {

        max-width: 700px;

        padding: 10px;

        width: 60vw;

        margin: auto;

      }

      h1 {

        text-align: center;

        font-family: sans-serif;

        color: dodgerblue;

      }

      input[type="submit"] {

        background: dodgerblue;

        border-radius: 5px;

        border: none;

      }

    </style>

  </head>

  <body>

    <!-- ////////////// -->

    <h1>Form</h1>

    <form action="">

      <input type="text" name="username" placeholder="Max 10 Chars Only" />

      <input type="number" name="age" placeholder="Can't Be Empty" />

      <input type="submit" />

    </form>

    <a href="https://www.google.com/">Link</a>

    <!-- ////////////// -->

    <script src="main.js"></script>

  </body>

</html>

JS

//  DOM

// [Envents]

// - Validate Form Practice

// - Prevent Default

let userName = document.querySelector("[name='username']");

let userAge = document.querySelector("[name='age']");

document.forms[0].onsubmit = function (e) {

  console.log(e.cancelable); // true

  let nameValide = false;

  let ageValide = false;

  let ageValide18 = false;

  console.log(userName.value);

  console.log(userName.value.length);

  if (userName.value.length <= 10 && userName.value !== "") {

    nameValide = true;

  }

  if (userAge.value.length !== 0) {

    ageValide = true;

  }

  if (userAge.value >= 18) {

    ageValide18 = true;

  }

  if (nameValide === false) {

    alert("The name is invalid");

    e.preventDefault();

  }

  if (ageValide === false) {

    alert("The age is invalid");

    e.preventDefault();

  }

  if (ageValide18 === false) {

    alert("This Website is For Aduls only ");

    e.preventDefault();

  }

  if (nameValide === true && ageValide === true && ageValide18) {

    alert("Submitted successfully √ ");

  }

**Events Simulation**

Events simulation are simulation of events that you can do it yourself .

<form action="">

      <input type="text" class="one" />

      <input type="text" class="two" />

      <input type="submit" value="Sumbit Data" />

    </form>

    <a href="https://Www.google.com">Google</a>

let one = document.querySelector(".one");

let two = document.querySelector(".two");

onload = () => two.focus();

one.onblur = () => document.links[0].click();

Practice :

      <input type="text" class="one" maxlength="3" placeholder="Pin (XXX)" />

      <input type="text" class="two" maxlength="3" placeholder="Second Pin (YYY)" />

      <input type="submit" value="Sumbit Data" />

let one = document.querySelector(".one");

let two = document.querySelector(".two");

let submitButoon = document.querySelector("[type = 'submit']");

onload = () => one.focus();

setInterval(() => {

  let oneValidate = false;

  let twoValidate = false;

  if (one.value.length === 3) {

    oneValidate = true;

    // one.blur();

    two.focus();

  }

  if (two.value.length === 3) {

    twoValidate = true;

  }

  if (oneValidate && twoValidate) {

    submitButoon.click();

  }

}, 1000);

HTML & CSS

<html lang="en">

  <head>

    <meta charset="UTF-8" />

    <meta http-equiv="X-UA-Compatible" content="IE=edge" />

    <link rel="stylesheet" href="main.css" />

    <meta name="viewport" content="width=device-width, initial-scale=1.0" />

    <title>Js test</title>

    <style>

      body {

        font-size: 35px;

        padding: 50px;

      }

      h1 {

        font-family: sans-serif;

      }

      input:focus {

        border: dodgerblue 2px solid;

      }

      input {

        outline: none;

        width: 70px;

        height: 80px;

        border: 2px solid black;

        border-radius: 5px;

        font-size: 50px;

        text-align: center;

      }

      form {

        display: flex;

        justify-content: space-evenly;

        flex-wrap: wrap;

        gap: 20px;

      }

      input:last-child {

        display: none;

      }

    </style>

  </head>

  <body>

    <!-- ////////////// -->

    <h1>Code Verification</h1>

    <form action="">

      <input maxlength="1" type="text" name="num1" />

      <input maxlength="1" type="text" name="num2" />

      <input maxlength="1" type="text" name="num3" />

      <input maxlength="1" type="text" name="num4" />

      <input maxlength="1" type="text" name="num5" />

      <input maxlength="1" type="text" name="num6" />

      <input type="submit" />

    </form>

    <!-- ////////////// -->

    <script src="main.js"></script>

  </body>

</html>

JS

let field1 = document.querySelector(`[name="num1"]`);

let field2 = document.querySelector(`[name="num2"]`);

let field3 = document.querySelector(`[name="num3"]`);

let field4 = document.querySelector(`[name="num4"]`);

let field5 = document.querySelector(`[name="num5"]`);

let field6 = document.querySelector(`[name="num6"]`);

let submit = document.querySelector(`[type="submit"]`);

let inputs = document.querySelectorAll("input");

window.onload = function () {

  field1.focus();

};

field1.onkeyup = () => field2.focus();

field2.onkeyup = () => field3.focus();

field3.onkeyup = () => field4.focus();

field4.onkeyup = () => field5.focus();

field5.onkeyup = () => field6.focus();

setInterval(function () {

  if (

    field1.value.length > 0 &&

    field2.value.length > 0 &&

    field3.value.length > 0 &&

    field4.value.length > 0 &&

    field5.value.length > 0 &&

    field6.value.length > 0

  ) {

    alert("Submitted successfully √  ");

    submit.click();

  }

}, 1000);

**ClassList**

The **classList** prperty returns the CSS class names of an element .

let myDiv = document.querySelector("#my-div");

console.log(myDiv.classList);

// DOMTokenList(4) ['Bilal', 'One', 'fighting', 'Np', value: 'Bilal One fighting Np']

**Return Value :** Object .

**NOTE :**

The classList preprety is read-only, but you can use the methods listed below, to add, toggle or remove CSS classes from the list

classList Property and Methods :

***add()***  🡺 add a class to an element ( ‘new’ , ‘new’ ….. )

***contains ()*** 🡺 returns true if the list contains a class

***item()*** 🡺 returns the class at a specifed index

***length*** 🡺 returns the number of class in the list

***remove()*** 🡺 removes one or more class ( ‘to-remove’ , ……)

***replace ()*** 🡺replace a class with onother one (‘old’,’new’

***toggle ()*** 🡺 add class if it’s not existed and remove it if it’s existed

<div id="my-div" class="Bilal One fighting Np">Div With Many Classes</div>

myDiv.classList.remove("Np", "Pn");

console.log(myDiv.classList.length); // 3

myDiv.classList.replace("Bilal", "BILAL");

myDiv.classList.add("show", "Mr", "heeey");

console.log(myDiv.classList.item("2")); // fighting

console.log(myDiv.classList.contains("Mr")); // true

console.log(myDiv.classList.contains("Np")); // false

myDiv.classList.toggle("heeey");

console.log(myDiv.classList);

Practice :

HTML & CSS

<style>

      body {

        padding: 50px;

      }

      .dissappear {

        transform: translateX(-600px);

      }

      #menu {

        transition: 1s;

        text-align: center;

        border: 1px solid darkblue;

        border-radius: 5px;

        width: 250px;

        margin: 30px 0 0 0px;

        box-shadow: 8px 8px 8px 0px #8888cb61;

      }

      p {

        cursor: pointer;

        margin: 0;

        padding: 10px;

        font-family: cursive;

      }

      hr {

        padding: 0;

        margin: 0;

      }

      p:hover {

        background: darkblue;

        color: white;

      }

      button {

        background: transparent;

        border: darkblue 2px solid;

        cursor: pointer;

        padding: 10px;

        font-size: 20px;

        border-radius: 10px;

      }

      button:hover {

        background-color: rgb(247, 247, 247);

      }

    </style>

  </head>

  <body>

    <!-- ////////////// -->

    <button id="button">Drop Down Menu</button>

    <div id="menu" class="dissappear">

      <p>Select 1</p>

      <hr />

      <p>Select 2</p>

      <hr />

      <p>Select 3</p>

    </div>

JS

let menu = document.querySelector("#menu");

let button = document.querySelector("#button");

button.onclick = () => {

  menu.classList.toggle("dissappear");

};

**CSS Styling And Stylesheets**

myDiv.style.backgroundColor = "red";

myDiv.style.color = "White";

myDiv.style.fontSize = "30px";

myDiv.style.textAlign = "Center";

or you can use CSSText :

div.style.cssText =

  "font-size:50px;color:brown;font-weight:bold;textalign:center";

The removeProperty() method removes the specified CSS property from a CSS declaration Block

myDiv.style.removeProperty("font-weight");

myDiv.style.removeProperty("color");

The setPropety() method sets a new or modifies an existing CSS property in a CSS declaration block .

myDiv.style.setProperty("color", "dodgerblue", "important");

**Syntax :**

**SetProporty (propertyName, value,priority )**

Priority is optional , A string represent if the propety’s priority should be set to important or not .

**Notes :**

You can access to all your stylesheets by :

**Document.stylesheets** and then you can use indexing to access to any of them .

And each stylesheets contain cssRules wich they are :

Element { property-style : value ; ……} **🡸 a css Rule**

You can use cssText to return all styling inside {}

console.log(document.styleSheets[0].cssRules[0].cssText);

// div { color: green; font-family: cursive; }

console.log(document.styleSheets[0]);

**Dom [ Before, After , Append , Prepend , remove]**

The before() method inserts specified content before the selected element

The after() method inserts specified content after the selected element

let myDiv = document.getElementById("my-div");

let createdP1 = document.createElement("p");

let createdP2 = document.createElement("p");

let text1 = document.createTextNode("Hello for js 'Before'");

let text2 = document.createTextNode("Hello for js 'after'");

createdP1.append(text1);

createdP2.append(text2);

myDiv.before(createdP1);

myDiv.after(createdP2);

The prepend() method inserts specified content at the beggining of the selected element

The append() method inserts specified content at the end of the selected element

myDiv.prepend("Start ");

myDiv.append(" the end");

The remove() method removes an elments (or node) from the document .

No retrun value , no prameters

myDiv.remove();

**Dom [ Trasversing ]**

\* The **nextSibling** property returns the next sibling node : an element , a text node ,a comment node.

***(next node on the same tree level ) /\_ ! \ .***

Whitespaces between elements are also text nodes .

**- previousSibling**

\* The **nextElementSibling** property returns the next sibling elment (ignores all others ).

* **previousElementSibling**

The **parentElement** returns the parent element of the specified element .

HTML :

 <div id="my-div">

      <span class="one">One</span>

      <!-- Comments -->

      <span class="two">Two</span>

      <!-- Comments -->

      <span class="three">Three</span>

    </div>

JS :

let span = document.querySelector(".two");

console.log(span.nextSibling);

console.log(span.nextElementSibling);

console.log(span.previousElementSibling);

console.log(span.previousSibling);

console.log(span.parentElement);

// practice 'remove pop up the same idea'

span.onclick = function () {

  span.parentElement.remove();

};

**Dom [ Clone ]**

The **cloneNOde()** method creates a copy of a node, and retruns the clone .

Set the deep parameter to true if you also want to clone descendats (children ).

- False (default) : clone only the node and its attributes (no text inside) .

- True : clone the node , its attributs, and desecendants.

HTML :

 <p class="my-p" id="my-p">This Is <span>P</span></p>

    <div>Div</div>

JS :

let myP = document.querySelector("p").cloneNode(true);

let mydiv = document.querySelector("div");

myP.id = `${myP.id}-Clone`;

mydiv.appendChild(myP);

**Dom [ addEventListener ]**

Now i have a problem, I Cant attach many events to an element.

let myP = document.querySelector("p");

myP.onclick = one;

myP.onclick = two;

function one() {

  console.log("Message From click one");

}

function two() {

  console.log("Message From click two");

}

As we know function two() will overide the one but me , i want the both.Here the solution is **addEvetnListener**

The addEventListener method attaches an event to an element, or to all doucment .

myP.addEventListener("click", function () {

  console.log("Message from addEvetListener");

});

myP.addEventListener("click", function () {

  console.log("Message from addEvetListener 2");

});

As you see i had many event and using this method all of them have excuted .

Now i have to do a small practice is to on p click i have to clone it an print at the end of the page .

myP.onclick = function () {

  let newP = myP.cloneNode(true);

  newP.className = "cloned";

  document.body.appendChild(newP);

  //   newP.onclick = function () {

  //     console.log("cloned");

  //   };

};

Heey this how to select event target .

document.onclick = function (e) {

  console.log(e.target);

};

A small practice again is to print on console » i am cloned » if a click something cloned .

document.addEventListener("click", function (e) {

  if (e.target.className === "cloned") {

    console.log("i am cloned");

  }

});

So Here another big feature of addEventListener is that you can catch something that is not created yet , in the document .